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**Aim:** To study mathematical operation such as  : Linear Convolution, Circular Convolution, and Linear Convolution using Circular Convolution.

**Objectives:**

* To Develop a function to find Linear Convolution and Circular Convolution
* To Calculate Linear convolution, Circular convolution, Linear Convolution using  Circular  Convolution and verify the results using mathematical formulation.
* To Conclude on aliasing effect in Circular convolution

**Theory:**

**Introduction:**

Convolution is a fundamental mathematical operation that plays a crucial role in various fields, including signal processing, image processing, and deep learning. It is a mathematical technique used to combine two functions or signals to produce a third, often representing the interaction between them. In this article, we will explore the concept of convolution, its applications, and its significance in the realms of both traditional signal processing and modern deep learning.

**The Basics of Convolution:**

Convolution is a mathematical operation that takes two input functions, typically denoted as f(t) and g(t) in continuous time or f[n] and g[n] in discrete time, and produces an output function, usually denoted as h(t) or h[n]. The operation is represented by an operator symbol (∗), and its formula can be written as:

**Continuous-time convolution:**
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**Discrete-time convolution:**
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**Linear and Circular Convolution:**

* **Linear Convolution:**

Linear convolution is the most common form of convolution, and it's used when the sequences or signals involved have a defined beginning and end. It's often denoted as "⊗" and is computed using the convolution sum.

* **Circular Convolution:**

Circular convolution is employed when the sequences or signals involved are periodic, meaning they repeat indefinitely without a distinct beginning or end. It is often denoted as "⊛" and is computed using the circular convolution formula.

**Applications of Convolution:**

* **Applications in Signal Processing:**

Convolution has a wide range of applications in signal processing. Some key uses include:

a. **Filtering:** Convolution is used for filtering signals to remove noise or enhance specific frequency components. For example, it's used in image processing to apply various filters like blurring, sharpening, and edge detection.

b. **Time-Domain Analysis**: Convolution is employed to analyze how a system responds to an input signal, such as in calculating the response of an electrical circuit to an input voltage.

c. **Cross-Correlation:** Convolution is used to measure the similarity between two signals, a technique known as cross-correlation. It's used in pattern recognition, speech recognition, and more.

* **Convolution in Deep Learning:**

In recent years, convolution has gained tremendous popularity in the field of deep learning, especially in Convolutional Neural Networks (CNNs). CNNs are designed to automatically learn and extract hierarchical features from input data, making them particularly suited for image and audio analysis. The key components of convolution in deep learning are:

a. **Convolutional Layers:** In CNNs, convolutional layers consist of learnable filters that slide over the input data, computing the convolution operation. These filters automatically learn to detect features like edges, textures, and more.

b. **Pooling Layers:** Pooling layers, often used alongside convolutional layers, reduce the spatial dimensions of feature maps while retaining essential information. Common pooling operations include max-pooling and average-pooling.

c. **Strides and Padding:** Strides control the step size of the filter as it slides over the input data, while padding adds extra pixels to the input to control the output size.

d. **Multiple Channels:** In CNNs, data often consists of multiple channels (e.g., RGB channels in images). Convolution operations can handle multiple channels simultaneously, allowing for the extraction of complex features.

**Linear Convolution code and output:**

**Code:**

import numpy as np

def linear\_convolution(x, h):

    m = len(x)

    n = len(h)

    l = m + n - 1

    y = np.zeros(l)

    for i in range(l):

        y[i] = 0

        for k in range(m):

            if i - k >= 0 and i - k < n:

                y[i] += x[k] \* h[i - k]

    return y

x = list(map(float, input('Enter the input sequence x(n): ').split()))

h = list(map(float, input('Enter the impulse response h(n): ').split()))

y = linear\_convolution(x, h)

print('The linear convolution of x(n) and h(n) is: ', y)

print('The length of the linear convolution is: ', len(y))

**Output:**

**![](data:image/png;base64,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)**

**Linear Convolution code and output:**

**Code:**

import numpy as np

def circular\_convolution(x, h):

    m = len(x)

    n = len(h)

    if m!=n:

        print('The length of the sequences must be equal')

        return

    y = np.zeros(m)

    for i in range(m):

        for k in range(n):

            y[i] += x[k] \* h[(i - k) % m]

    return y

x = list(map(float, input('Enter the input sequence x(n): ').split()))

h = list(map(float, input('Enter the impulse response h(n): ').split()))

y = circular\_convolution(x, h)

print('The circular convolution of x(n) and h(n) is: ', y)

print('The length of the circular convolution is: ', len(y))

**Output:**

**Audio Password Code:**

**Code:**

# %% [markdown]

# # Low Pass Filter

# %% [markdown]

# Importing the required libraries

# %%

import numpy as np

import matplotlib.pyplot as plt

import scipy.signal as signal

import scipy.io.wavfile as wavfile

import sounddevice as sd

import warnings

# %% [markdown]

# Filtering Warnings

# %%

warnings.filterwarnings('ignore')

# %% [markdown]

# Loading the audio file in signal and sampling rate

# %%

fs, x = wavfile.read('./Audio/sample\_with\_noise.wav')

print('Sampling rate: ', fs)

print('Number of samples: ', x.shape[0])

# %% [markdown]

# Adding the noise to the signal

# %%

noise = np.random.normal(0, 1, x.shape)

x = x + noise

# %% [markdown]

# Playing the noisy signal

# %%

print("Playing the original signal with noise...")

sd.play(x, fs)

sd.wait()

# %% [markdown]

# Save the noisy signal

# %%

wavfile.write('./Audio/sample\_with\_noise.wav', fs, x.astype(np.int16))

# %% [markdown]

# Declaring the filter parameters

# %%

Fpass = 4000.0

Fstop = 6000.0

Fs = 44000.0

N = 101

# %% [markdown]

# Making the impulse response of the filter

# %%

h = signal.remez(N, [0, Fpass, Fstop, 0.5 \* Fs], [1, 0], Hz=Fs)

# %% [markdown]

# Performing Convolution of the signal and the impulse response

# %%

y = signal.lfilter(h, 1, x)

# %% [markdown]

# Playing the filtered signal

# %%

print("Playing the filtered signal...")

sd.play(y, fs)

sd.wait()

# %% [markdown]

# Save the filtered signal

# %%

wavfile.write('./Audio/sample\_filtered.wav', fs, y.astype(np.int16))

**Output:**

The Audio files have been uploaded to moodle.

**Conclusion:**

I learned discrete time convolution operations and their application in audio noise filtering.